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absolute_corr_fun

Check Covariate Balance Using Absolute Approach

Description

Checks covariate balance based on absolute correlations for given data sets.

Usage

absolute_corr_fun(w, c)

Arguments

w
A vector of observed continuous exposure variable.

c
A data table of observed covariates variable.

Value

The function returns a list including:

• absolute_corr: the absolute correlations for each pre-exposure covairates;
• mean_absolute_corr: the average absolute correlations for all pre-exposure covairates.

Examples

set.seed(291)
n <- 100
mydata <- generate_syn_data(sample_size=100)
year <- sample(x=c("2001","2002","2003","2004","2005"),size = n, replace = TRUE)
region <- sample(x=c("North", "South", "East", "West"),size = n, replace = TRUE)
mydata$year <- as.factor(year)
mydata$region <- as.factor(region)
mydata$cf5 <- as.factor(mydata$cf5)
data.table::setDT(mydata)
cor_val <- absolute_corr_fun(mydata[,2], mydata[, 3:length(mydata)])
print(cor_val$mean_absolute_corr)
absolute_weighted_corr_fun

Check Weighted Covariate Balance Using Absolute Approach

Description

Checks covariate balance based on absolute weighted correlations for given data sets.

Usage

absolute_weighted_corr_fun(w, vw, c)

Arguments

w  A vector of observed continuous exposure variable.
vw  A vector of weights.
c  A data.table of observed covariates variable.

Value

The function returns a list saved the measure related to covariate balance absolute_corr: the absolute correlations for each pre-exposure covairates; mean_absolute_corr: the average absolute correlations for all pre-exposure covairates.

Examples

set.seed(639)
n <- 100
mydata <- generate_syn_data(sample_size=100)
year <- sample(x=c("2001","2002","2003","2004","2005"),size = n, replace = TRUE)
region <- sample(x=c("North", "South", "East", "West"),size = n, replace = TRUE)
mydata$year <- as.factor(year)
mydata$region <- as.factor(region)
mydata$cf5 <- as.factor(mydata$cf5)
data.table::setDT(mydata)
cor_val <- absolute_weighted_corr_fun(mydata[,2],
            data.table::data.table(runif(n)),
            mydata[, 3:length(mydata)])
print(cor_val$mean_absolute_corr)
check_covar_balance

**Description**

Checks the covariate balance of original population or pseudo population.

**Usage**

```r
check_covar_balance(pseudo_pop, ci_appr, nthread = 1, optimized_compile, ...)
```

**Arguments**

- `pseudo_pop`: The generated pseudo population. In the following format:
  - 1st column: outcome (Y)
  - 2nd column: exposure (w)
  - 3rd column: gps
  - 4th column to the end: covariates (c)
- `ci_appr`: The causal inference approach.
- `nthread`: The number of available threads.
- `optimized_compile`: If TRUE, use optimized compile approach.
- `...`: Additional arguments passed to different models.

**Details**

- **Additional parameters:**
  - For `ci_appr == matching`:
    - `covar_bl_method`
    - `covar_bl_trs`

**Value**

- output object:
  - `corr_results`
    - `absolute_corr`
    - `mean_absolute_corr`
  - `pass` (TRUE,FALSE)
Examples

```r
set.seed(422)
n <- 100
mydata <- generate_syn_data(sample_size=100)
year <- sample(x=c("2001","2002","2003","2004","2005"),size = n, replace = TRUE)
region <- sample(x=c("North", "South", "East", "West"),size = n, replace = TRUE)
mydata$year <- as.factor(year)
mydata$region <- as.factor(region)
mydata$cf5 <- as.factor(mydata$cf5)

pseudo_pop <- generate_pseudo_pop(mydata$Y,
                                   mydata$treat,
                                   mydata["cf1","cf2","cf3","cf4","cf5","cf6","year","region"],
                                   ci_appr = "matching",
                                   pred_model = "sl",
                                   gps_model = "non-parametric",
                                   trim_quantiles = c(0.01,0.99),
                                   optimized_compile = TRUE,
                                   sl_lib = c("m_xgboost"),
                                   covar_bl_method = "absolute",
                                   covar_bl_trs = 0.1,
                                   max_attempt = 1,
                                   matching_fun = "matching_l1",
                                   delta_n = 1,
                                   scale = 0.5,
                                   nthread = 1)

adjusted_corr_obj <- check_covar_balance(pseudo_pop$pseudo_pop,
                                          ci_appr="matching",
                                          nthread=1,
                                          covar_bl_method = "absolute",
                                          covar_bl_trs = 0.1,
                                          optimized_compile=FALSE)
```

---

**compile_pseudo_pop**  
Compile Pseudo Population

**Description**
Compiles pseudo population based on the original population and estimated GPS value.

**Usage**
```r
compile_pseudo_pop(
  dataset,
  ci_appr,
  gps_model = "parametric",
  bin_seq = NULL,
  nthread = 1,
```
compile_pseudo_pop

trim_quantiles,
optimized_compile,
...
)

Arguments

dataset List of size 6 including the following:
  • Original data set + GPS values (Y, w, GPS, counter, row_index, c)
  • e_gps_pred
  • e_gps_std_pred
  • w_resid
  • gps_mx (min and max of gps)
  • w_mx (min and max of w).

ci_appr Causal inference approach.
gps_model Model type which is used for estimating GPS value, including parametric and non-parametric.

bin_seq Sequence of w (treatment) to generate pseudo population. If NULL is passed the default value will be used, which is seq(min(w)+delta_n/2,max(w),by=delta_n).
nthread An integer value that represents the number of threads to be used by internal packages.
trim_quantiles A numerical vector of two. Represents the trim quantile level. Both numbers should be in the range of [0,1] and in increasing order (default: c(0.01,0.99)).

optimized_compile If TRUE, uses counts to keep track of number of replicated pseudo population.

Value

compile_pseudo_pop returns the pseudo population data that is compiled based on the selected causal inference approach.

Note

The input data set should be output of estimate_gps function with internal_use flag activated.

Examples

m_d <- generate_syn_data(sample_size = 100)
data_with_gps <- estimate_gps(m_d$Y,
m_d$treat,
m_d["cf1","cf2","cf3","cf4","cf5","cf6"],
pred_model = "sl",
gps_model = "parametric",
internal_use = TRUE,
params = list(xgb_max_depth = c(3,4,5),
...})
estimate_gps

Estimate GPS Values

Description

Estimates GPS value for each observation using parametric or non-parametric approaches.

Usage

```r
estimate_gps(
  Y,
  w,
  c,
  pred_model,
  gps_model = "parametric",
  internal_use = TRUE,
  params = list(),
  nthread = 1,
  ...)
```

Arguments

- `Y` A vector of observed outcome variable.
- `w` A vector of observed continuous exposure variable.
- `c` A data frame of observed covariates variable.
- `pred_model` The selected prediction model.
estimate_npmetric_erf

gps_model  Model type which is used for estimating GPS value, including parametric (default) and non-parametric.
internal_use  If TRUE will return helper vectors as well. Otherwise, will return original data + GPS value.
params  Includes list of params that is used internally. Unrelated parameters will be ignored.
nthread  An integer value that represents the number threads to use by internal packages.

Value

The function returns a list of 6 objects according to the following order:

- Original data set + GPS, counter, row_index values (Y, w, GPS, counter, row_index, c)
- e_gps_pred
- e_gps_std_pred
- w_resid
- gps_mx (min and max of gps)
- w_mx (min and max of w). If internal_use is set to be FALSE, only original data set + GPS will be returned.

Examples

```r
m_d <- generate_syn_data(sample_size = 100)
data_with_gps <- estimate_gps(m_d$Y, m_d$treat, m_d[c("cf1","cf2","cf3","cf4","cf5","cf6")],
  pred_model = "sl",
gps_model = "parametric",
  internal_use = FALSE,
  params = list(xgb_max_depth = c(3,4,5), xgb_nrounds=c(10,20,30,40,50,60)),
  nthread = 1,
  sl_lib = c("m_xgboost")
)
```

estimate_npmetric_erf  Estimate Smoothed Exposure-Response Function (ERF) for Matched Data Set.

Description

Estimate smoothed exposure-response function (ERF) for matched and weighted data set using non-parametric models.
estimate_npmetric_erf

Usage

```r
estimate_npmetric_erf(
  matched_Y,
  matched_w,
  matched_counter = NULL,
  bw_seq = seq(0.2, 2, 0.2),
  w_vals,
  nthread
)
```

Arguments

- `matched_Y`: a vector of outcome variable in the matched set.
- `matched_w`: a vector of continuous exposure variable in the matched set.
- `matched_counter`: a vector of counter variable in the matched set.
- `bw_seq`: a vector of bandwidth values (Default is seq(0.2, 2, 0.2)).
- `w_vals`: a vector of values that you want to calculate the values of the ERF at.
- `nthread`: number of available cores.

Details


Value

The function returns a gpsm_erf object. The object includes the following attributes:

- `params`
- `matched_Y`
- `matched_w`
- `bw_seq`
- `w_vals`
- `erf`
- `fcall`

Examples

```r
m_d <- generate_syn_data(sample_size = 100)
pseudo_pop <- generate_pseudo_pop(m_d$Y,
  m_d$treat,
  m_d[c("cf1", "cf2", "cf3", "cf4", "cf5", "cf6")],
  ci_appr = "matching",
  pred_model = "sl",
  sl_lib = c("m_xgboost"),
  params = list(xgb_nrounds=c(10, 20, 30),
```
estimate_pmetric_erf

```
xgb.eta=c(0.1,0.2,0.3),
nthread = 1,
covar.bl_method = "absolute",
covar.bl_trs = 0.1,
max_attempt = 1,
matching_fun = "matching_l1",
delta_n = 1,
scale = 0.5)
```

```
erf_obj <- estimate_npmetric_erf(pseudo_pop$pseudo_pop$Y,
pseudo_pop$pseudo_pop$w,
bw_seq=seq(0.2,2,0.2),
w_vals = seq(2,20,0.5),
nthread = 1)
```

---

**Description**

Estimate a constant effect size for matched and weighted data set using parametric models

**Usage**

```
estimate_pmetric_erf(formula, family, data, ci_appr)
```

**Arguments**

- **formula**: a vector of outcome variable in matched set.
- **family**: a description of the error distribution (see ?gnm)
- **data**: dataset that formula is build upon
- **ci_appr**: causal inference approach (matching or weighting).

**Details**

This method uses generalized nonlinear model (gnm) from gnm package.

**Value**

returns an object of class gnm
Examples

```r
m_d <- generate_syn_data(sample_size = 100)
pseudo_pop <- generate_pseudo_pop(m_d$Y,
m_d$treat,
m_d[c("cf1","cf2","cf3","cf4","cf5","cf6")],
ci_appr = "matching",
pred_model = "sl",
sl_lib = c("m_xgboost"),
params = list(xgb_nrounds=c(10,20,30),
xgb_eta=c(0.1,0.2,0.3)),
nthread = 1,
covar_bl_method = "absolute",
covar_bl_trs = 0.1,
max_attempt = 1,
matching_fun = "matching_l1",
delta_n = 1,
scale = 0.5)
outcome_m <- estimate_pmetric_erf(formula = Y ~ w,
family = gaussian,
data = pseudo_pop$pseudo_pop,
ci_appr = "matching")
```

Description

Estimates the smoothed exposure-response function using a generalized additive model with splines.

Usage

```r
estimate_semipmetric_erf(formula, family, data, ci_appr)
```

Arguments

- **formula**: a vector of outcome variable in matched set.
- **family**: a description of the error distribution (see ?gam).
- **data**: dataset that formula is build upon.
- **ci_appr**: causal inference approach (matching or weighting).

Details

This approach uses Generalized Additive Model (gam) using mgcv package.
**generate_pseudo_pop**

Description

Generates pseudo population data set based on user-defined causal inference approach. The function uses an adaptive approach to satisfies covariate balance requirements. The function terminates either by satisfying covariate balance or completing the requested number of iteration, whichever comes first.

Usage

generate_pseudo_pop(  
  Y,  
  w,  
  c,  
  ci_appr,  
  pred_model,  
  gps_model = "parametric",  
  use_cov_transform = FALSE,
transfomers = list("pow2", "pow3"),
bin_seq = NULL,
trim_quantiles = c(0.01, 0.99),
optimized_compile = FALSE,
params = list(),
nthread = 1,
...)
)

Arguments

Y A vector of observed outcome variable.
w A vector of observed continuous exposure variable.
c A data.frame or matrix of observed covariates variable.

\textbf{ci\_appr} The causal inference approach. Possible values are:
  \begin{itemize}
  \item "matching": Matching by GPS
  \item "weighting": Weighting by GPS
  \item "adjusting": Adjusting by GPS
  \end{itemize}
pred_model a prediction model (use "sl" for SuperLearner)
gps_model Model type which is used for estimating GPS value, including parametric (default) and non-parametric.

\textbf{use\_cov\_transform} If TRUE, the function uses transformer to meet the covariate balance.

\textbf{transformers} A list of transformers. Each transformer should be a unary function. You can pass name of customized function in the quotes. Available transformers:
  \begin{itemize}
  \item pow2: to the power of 2
  \item pow3: to the power of 3
  \end{itemize}

\textbf{bin_seq} Sequence of w (treatment) to generate pseudo population. If NULL is passed the default value will be used, which is \(\text{seq}(\text{min}(w)+\delta_n/2, \text{max}(w), \text{by}=\delta_n)\).

\textbf{trim_quantiles} A numerical vector of two. Represents the trim quantile level. Both numbers should be in the range of \([0,1]\) and in increasing order (default: \(c(0.01,0.99)\)).

\textbf{optimized_compile} If TRUE, uses counts to keep track of number of replicated pseudo population.

\textbf{params} Includes list of params that is used internally. Unrelated parameters will be ignored.

\textbf{nthread} An integer value that represents the number of threads to be used by internal packages.

\textbf{...} Additional arguments passed to different models.

Details

\textbf{Additional parameters:}

\textit{Causal Inference Approach (ci\_appr):}
  \begin{itemize}
  \item if ci\_appr = ’matching’:
  \end{itemize}
generate_pseudo_pop

- matching_fun: Matching function. Available options:
  * matching_l1: Manhattan distance matching
- delta_n: caliper parameter.
- scale: a specified scale parameter to control the relative weight that is attributed to the distance measures of the exposure versus the GPS.
- covar_bl_method: covariate balance method. Available options:
  * 'absolute'
- covar_bl_trs: covariate balance threshold
- max_attempt: maximum number of attempt to satisfy covariate balance.
- See create_matching() for more details about the parameters and default values.
  - if ci.appr = 'weighting':
    - covar_bl_method: Covariate balance method.
    - covar_bl_trs: Covariate balance threshold
    - max_attempt: Maximum number of attempt to satisfy covariate balance.

Prediction models (pred_model):
  - if pred_model = 'sl':
    - sl_lib: A vector of prediction algorithms.

Value

Returns a pseudo population (gpsm_pspop) object that is generated or augmented based on the selected causal inference approach (ci_appr). The object includes the following objects:

- params
  - ci_appr
  - pred_model
  - params
- pseudo_pop
- adjusted_corr_results
- original_corr_results

Examples

```r
m_d <- generate_syn_data(sample_size = 100)
pseudo_pop <- generate_pseudo_pop(m_d$Y,
  m_d$treat,
  m_d[c("cf1","cf2","cf3","cf4","cf5","cf6")],
  ci_appr = "matching",
  pred_model = "sl",
  gps_model = "parametric",
  bin_seq = NULL,
  trim_quantiles = c(0.01,0.99),
  optimized_compile = FALSE,
  use_cov_transform = FALSE,
  transformers = list(),
  sl_lib = c("m_xgboost"),
```
generate_syn_data

Generate Synthetic Data for CausalGPS Package

Description
Generates synthetic data set based on different GPS models and covariates.

Usage
generate_syn_data(
  sample_size = 1000,
  seed = 300,
  outcome_sd = 10,
  gps_spec = 1,
  cova_spec = 1
)

Arguments

<table>
<thead>
<tr>
<th>Argument</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample_size</td>
<td>Number of data samples.</td>
</tr>
<tr>
<td>seed</td>
<td>The seed of R's random number generator.</td>
</tr>
<tr>
<td>outcome_sd</td>
<td>Standard deviation used to generate the outcome in the synthetic data set.</td>
</tr>
<tr>
<td>gps_spec</td>
<td>A numerical value (1-7) that indicates the GPS model used to generate synthetic data. See the code for more details.</td>
</tr>
<tr>
<td>cova_spec</td>
<td>A numerical value (1-2) to modify the covariates. See the code for more details.</td>
</tr>
</tbody>
</table>

Value

synthetic_data: The function returns a data.frame saved the constructed synthetic data.

Examples

s_data <- generate_syn_data(sample_size=100, seed = 403,
                            outcome_sd = 10, gps_spec = 1,
                            cova_spec = 1)
get_logger

Description
Returns current logger settings.

Usage
get_logger()

Arguments
None

Value
Returns a list that includes logger_file_path and logger_level.

Examples

set_logger("mylogger.log", "INFO")
log_meta <- get_logger()

plot.gpsm_erf
Extend generic plot functions for gpsm_erf class

Description
A wrapper function to extend generic plot functions for gpsm_erf class.

Usage
## S3 method for class 'gpsm_erf'
plot(x, ...)

Arguments
x A gpsm_erf object.
... Additional arguments passed to customize the plot.

Value
Returns a ggplot2 object, invisibly. This function is called for side effects.
plot.gpsm_pspop  
**Extend generic plot functions for gpsm_erf class**

**Description**

A wrapper function to extend generic plot functions for gpsm_erf class.

**Usage**

### S3 method for class 'gpsm_pspop'

```r
gpsm_pspop.plot(x, ...)
```

**Arguments**

- `x`: A gpsm_erf object.
- `...`: Additional arguments passed to customize the plot.

**Value**

Returns a ggplot2 object, invisibly. This function is called for side effects.

---

print.gpsm_erf  
**Extend print function for gpsm_erf object**

**Description**

Extend print function for gpsm_erf object

**Usage**

```r
## S3 method for class 'gpsm_erf'
print(x, ...)
```

**Arguments**

- `x`: A gpsm_erf object.
- `...`: Additional arguments passed to customize the results.

**Value**

No return value. This function is called for side effects.
## Description

Extend print function for `gpsm_pspop` object

## Usage

```r
## S3 method for class 'gpsm_pspop'
print(x, ...)
```

### Arguments

- **x**: A `gpsm_pspop` object.
- **...**: Additional arguments passed to customize the results.

### Value

No return value. This function is called for side effects.

## Description

Updates logger settings, including log level and location of the file.

## Usage

```r
set_logger(logger_file_path = "CausalGPS.log", logger_level = "INFO")
```

### Arguments

- **logger_file_path**: A path (including file name) to log the messages. (Default: `CausalGPS.log`)
- **logger_level**: The log level. Available levels include:
  - TRACE
  - DEBUG
  - INFO (Default)
  - SUCEESS
  - WARN
  - ERROR
  - FATAL
Value

No return value. This function is called for side effects.

Examples

```r
set_logger("Debug")
```

---

**summary.gpsm_pspop**

### Description

print summary of gpsm_pspop object

### Usage

```r
## S3 method for class 'gpsm_pspop'
summary(object, ...)
```

### Arguments

- **object**: A gpsm_pspop object.
- **...**: Additional arguments passed to customize the results.

### Value

Returns summary of data
summary.gpsm_pspop

Value

Returns summary of data
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